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## Intro

**SQL Server** is a relational database management system, or RDBMS, developed and marketed by Microsoft. Similar to other RDBMS software, SQL Server is built on top of SQL, a standard programming language for interacting with relational databases.

SQL Server consists of two main components:  
- **Database Engine**: consists of a relational engine (also known as the query processor, it contains the components that determine the best way to execute a query) that processes queries and a storage engine (in charge of storage and retrieval of data from the storage systems such as disks and SAN) that manages database files, pages, indexes, etc. The database objects such as [stored procedures](https://www.sqlservertutorial.net/sql-server-stored-procedures/basic-sql-server-stored-procedures/), [views](https://www.sqlservertutorial.net/sql-server-views/), and [triggers](https://www.sqlservertutorial.net/sql-server-triggers/) are also created and executed by the Database Engine.  
- **SQLOS**: provides many operating system services such as memory and I/O management. Other services include exception handling and synchronization services.

Le keywords non sono case sensitive, i nomi di database, colonne, tables si. Per distinguere una query dall’altra, si usa il punto e virgola alla fine (;). Per inserire un commento in una sola riga, basta inserire due volte di seguito il carattere "--" (si possono mettere anche a metà riga, e rendono commento tutto quello che c’è alla loro destra), per i commenti su più linee invece si mettono “\*/” per iniziare e “\*/” per finire.

Le operazioni algebriche possibili sono le classiche 4 (+, -, \*, /), e il modulo (%); ci sono le operazioni bitwise (& è l’AND, | è l’OR, ^ è l’OR esclusivo); ci sono le operazioni di confronto (>, <, >=, <=, <> è non uguale, =); ci sono le operazioni composte (+= aggiungi all’uguale, -= sottrai all’uguale, \*= moltiplica all’uguale, /= dividi all’uguale, %= modulo all’uguale, &= AND all’uguale, |\*= OR all’uguale, ^-= OR esclusivo all’uguale).

## Creazione, cancellazione, rinomina, cambio database

Per creare un database

# CREATE DATABASE Nome\_database;

Per osservare tutti i database presenti

# SELECT name FROM master.sys.databases ORDER BY name;

Per modificare il nome di un database, o tasto destro sull’esplora oggetti a sinistra, oppure

Alter database Nome\_Database Modify Name = Nuovo\_nome\_database

Per eliminare un database (non si può fare se il database è in uso, e i database di sistema non si possono droppare), o tasto destro sull’esplora oggetti a sinistra, oppure

# DROP DATABASE Nome\_database;

Se altri utenti sono collegati, per cancellarlo va messo in modalità utente singolo  
Alter Database Nome\_Database Set Single\_User With Rollback Immediate

Per cambiare il database che si sta utilizzando, o dal menu a finestra in alto a sinistra, oppure con la seguente query  
Use [Nome\_Database]  
Go

Per creare un backup del database in uso (backup creato al path dato):

# BACKUP DATABASE databasename TO DISK = 'filepath';

## Schemi

Uno schema è una collezione di oggetti, tra cui tabelle, viste, indici… Ogni schema è associato ad uno username (ovvero il proprietario dello schema), e appartiene ad un solo database. Tuttavia, un database può avere diversi schemi, in base alla funzione dello stesso. Due tabelle di due schemi diversi possono avere lo stesso nome: schema1.tab e schema2.tab.

Per creare uno schema, il comando è il seguente:

# CREATE SCHEMA customer\_services; GO

Li possiamo trovare nella sezioni Security 🡪 Schemas.

Per avere una lista di tutti gli schemi:

# SELECT s.name AS schema\_name, u.name AS schema\_owner FROM sys.schemas s INNER JOIN sys.sysusers u ON u.uid = s.principal\_id ORDER BY s.name;

Si possono alterare gli schemi, ad esempio aggiungendo oggetti ad uno schema:

# ALTER SCHEMA sales TRANSFER OBJECT::dbo.offices;

Per cancellare uno schema, il comando è il seguente:

# DROP SCHEMA logistics;

## Creazione, cancellazione, inserimento dati tabelle

Per creare una tabella si può premere col tasto destro sull’esplora oggetti a sinistra. Si specificano i nomi delle colonne, il tipo di dato nella colonna (eventualmente con anche la lunghezza massima tra parentesi per alcuni tipo le stringhe), la colonna considerata chiave primaria (freccia a sinistra col tasto destro) e se sono accettati valori nulli.   
Finita di impostare, si clicca col tasto destro sulla “finestra” e si salva col nome.

Altro metodo è

# CREATE SCHEMA production; go

# CREATE TABLE production.categories ( category\_type INT IDENTITY (1, 1), category\_name VARCHAR (255) NOT NULL category\_id INT (255) NOT NULL CONSTRAINT category\_id PRIMARY KEY (category\_type, category\_name), FOREIGN KEY category\_id REFERENCES Production.price(category\_name), CHECK (category\_type > 100), );

I cosiddetti vincoli (constraints) definiscono alcune regole/caratteristiche delle singole variabili in ogni tabella. Ce ne sono di diversi tipi:  
- IDENTITY crea un valore autogenerato che aumenta sempre di un valore costante (il primo numero è il numero da cui parte l’ordine, il secondo è l’incremento) (non è necessario inserire dati per colonne con IDENTITY).   
- NOT NULL definisce che una colonna non può avere valori mancanti;  
- UNIQUE definisce che tutti i valori di una colonna sono diversi tra di loro, non ci sono ripetizioni (simile al primary key, ma ce ne possono essere di più in una tabella);  
- PRIMARY KEY definisce la chiave primaria della tabella (automaticamente acquisisce le proprietà di UNIQUE); può essere formata da più colonne se specificato con CONSTRAINT nome\_constraint PRIMARY KEY (colonna1, colonna2);  
- FOREIGN KEY è un campo che si collega a chiavi primarie di altre tabelle, dunque non può essere cancellata;   
- CHECK stabilisce delle condizioni che vanno rispettate in una colonna;  
- DEFAULT stabilisce un valore dato a tutti i nuovi dati inseriti in una tabella, se non specificato qualcosa di diverso;  
- CREATE INDEX per ritrovare dati dai database più velocemente

Tutte queste condizioni si possono anche aggiungere posteriormente con il comando (con il constraint di interesse):

# ALTER TABLE sales.quotations ADD CHECK (category.id >30);

Per eliminare una tabella tasto destro sull’esplora oggetti a sinistra, oppure:

# DROP TABLE sales.delivery;

Per inserire dati in una tabella, si può premere col tasto destro e selezionare “edit first 200 rows” (“modifica le prime 200 righe”) per inserirli in modo manuale, oppure per ogni riga (ovviamente si possono mettere più righe di seguito):

# INSERT INTO hr.person(first\_name, last\_name, gender) OUTPUT inserted.person\_id VALUES('John','Doe', 'M');

Oppure

# INSERT INTO hr.person(first\_name, last\_name, gender) VALUES('John','Doe', 'M'), ('John','Doe', 'M'), ('John','Doe', 'M');

Per modificare la tabella, premere col tasto destro sull’esplora oggetti a sinistra e andare su “design” (“progetta”). Qua si possono aggiungere colonne, impostare la chiave primaria, cancellare colonne, creare relazioni fra tabelle diverse…

Per modificare il nome di una tabella, tasto destro sulla tabella e “Rename”, oppure:

# EXEC sp\_rename 'sales.contr', 'contracts';

Per aggiungere una nuova colonna ad una tabella già creata:

# ALTER TABLE sales.quotations ADD description VARCHAR (255) NOT NULL;

Per modificare una colonna già esistente:

# ALTER TABLE sales.quotations ALTER COLUMN c VARCHAR (255) NOT NULL;

Per eliminare una (o più) colonne già esistente in una tabella:

# ALTER TABLE sales.price\_lists DROP COLUMN discount, surcharge;

Se la colonna ha un vincolo (constraint), prima va eliminato il vincolo (constraint) e poi la colonna:

# ALTER TABLE sales.price\_lists DROP CONSTRAINT ck\_positive\_price; ALTER TABLE sales.price\_lists DROP COLUMN price;

Per aggiungere una colonna composta (computed column) ad una tabella già creata, si fa così (si possono fare operazioni algebriche, aggiungere funzioni, spazi, caratteri, stringhe…):

# ALTER TABLE persons ADD full\_name AS (first\_name + ' ' + last\_name);

Per modificare una colonna intera (si possono anche modificare più colonne) in una tabella:

# UPDATE sales.taxes SET n\_sales += 2;

Per cancellare una o più righe (TOP/BOTTOM n per quel numero di righe, con PERCENT facoltativo per il %), c’è il comando DELETE:

# DELETE TOP (5) PERCENT FROM production.product\_history WHERE model\_year = 2017;

Per porre una variabile come chiave primaria di una tabella (ovvero la colonna che identifica in modo univoco ogni riga), va specificato questo al momento della creazione della tabella:

# CREATE TABLE production.categories ( category\_id INT IDENTITY (1, 1) PRIMARY KEY, category\_name VARCHAR (255) NOT NULL );

Se le chiavi primarie sono due, si pone in modo differente:

# CREATE TABLE sales.participants( activity\_id int, customer\_id int, PRIMARY KEY(activity\_id, customer\_id) );

Per aggiungere dopo la creazione di una tabella una chiave primaria:

# ALTER TABLE sales.events ADD PRIMARY KEY (event\_id);

Invece una chiave esterna (foreign key) è una colonna, o un gruppo di colonne, che identifica in modo univoco righe di un’altra tabella. Si crea in questo modo:

# CREATE TABLE procurement.vendors ( vendor\_id INT IDENTITY PRIMARY KEY, vendor\_name VARCHAR(100) NOT NULL, group\_id INT NOT NULL, CONSTRAINT fk\_group FOREIGN KEY (group\_id) REFERENCES procurement.vendor\_groups(group\_id));

Per creare relazioni (la reference dev’essere sempre una chiave primaria di una tabella) tra tabelle diverse, oltre al designer, si può usare  
Alter Table Foreign\_Key\_Table add constraint Foreign\_Key\_Table\_Column\_FK  
Foreign Key (Colonna\_Chiave) references Tabella\_Chiave\_Primaria (Colonna\_Chiave\_Primaria)

Quando si crea una relazione di questo tipo (con una tabella esterna che ha il valore come chiave primaria), se si prova ad inserire un valore nella tabella diverso da tutti quelli della tabella dov’è chiave primaria da errore.

Per creare un indice in una tabella (ovvero in che ordine vengono ordinati i risultati delle query), si usano i comandi relativi ad ‘index’:

# CREATE INDEX ID\_EMPLOYEE\_ID ON hr.employees (EMPLOYEE\_ID);

Per cancellarlo:

# DROP INDEX ID\_JOB\_ID ON hr.employees;

## Viste

Si possono salvare i risultati di queries dandogli un nome, ovvero creando le views (viste); si tratta di tabelle:

# CREATE VIEW sales.daily\_sales AS SELECT \* FROM sales.customers;

In questo modo si potrà richiamare la vista formata dalla query nominandola.

Ovviamente si possono cancellare delle viste, col seguente comando:

# DROP VIEW sales.daily\_sales

Si possono anche rinominare delle viste, cliccando col tasto destro su di essa dal menù a sinistra.

Per vedere tutte le viste presenti, si può usare il seguente comando:

# SELECT OBJECT\_SCHEMA\_NAME(v.object\_id) schema\_name, v.name FROM sys.views as v;

Per richiamare una vista, si fa come se fosse una tabella (il risultato infatti è una tabella):

# SELECT \* FROM nome\_vista

Attenzione quando si crea una vista, non si può inserire l’order by all’interno di una vista. Se serve un order by, va inserito nella query in cui si richiama la vista.

Le viste sono comode perché permettono di ripetere operazioni su database che si aggiornano, senza dover modificare il codice ogni volta. In generale, le viste:  
- permettono l’automazione di operazioni;  
- permettono di far ricevere solo alcune informazioni a personale con determinate autorizzazioni;  
- permettono di rendere più semplice e comprensibile il codice in un’operazione;

Per avere le informazioni di una vista:

# EXEC sp\_helptext ‘nome\_vista’ ;

## Stored Procedures

Le stored procedures sono gruppi di statements salvati nel database che possono essere richiamati nominandoli.

# CREATE PROCEDURE nome\_procedura AS BEGIN SELECT \* FROM sales.customers; END;

Tutto ciò che sta tra BEGIN e END è la procedura stessa, chiamata col nome\_procedura. Se è tutto corretto, una volta eseguita viene il risultato “Commands completed successfully.”

Le procedure salvate si possono trovare il “programmabilità” 🡪 “Stored Procedures”, nel menù a sinistra.

Per eseguire una stored procedures, basta fare:

# EXECUTE nome\_procedura

Per modificare una procedura già esistente, basta fare:

# ALTER PROCEDURE nome\_procedura AS BEGIN SELECT \* FROM sales.customers; END;

E il risultato dovrebbe restituire ancora “Commands completed successfully.”

Per cancellare una procedura esistente, basta fare:

# DROP PROCEDURE nome\_procedura

Si possono creare procedure con alcuni parametri da inserire di volta in volta in base a ciò che interessa fare. Per fare ciò, basta fare così:

# CREATE PROCEDURE uspFindProducts(@min\_list\_price AS DECIMAL, @max\_list\_price AS DECIMAL) AS BEGIN SELECT product\_name, list\_price FROM production.products WHERE list\_price >= @min\_list\_price AND list\_price <= @max\_list\_price ORDER BY list\_price; END;

Per eseguire una stored procedures con parametri, basta fare:

# EXECUTE uspFindProducts 900, 1000;

Oppure

# EXECUTE uspFindProducts @min\_list\_price = 900, @max\_list\_price = 1000;

E, come nei casi precedenti, si può fare ALTER PROCEDURE per modificarla.

Si possono anche porre parametri opzionali, con valori che se non dati hanno un default (come il primo dei due in questo caso):

# CREATE PROCEDURE uspFindProducts(@min\_list\_price AS DECIMAL = 0, @max\_list\_price AS DECIMAL) AS BEGIN SELECT product\_name, list\_price FROM production.products WHERE list\_price >= @min\_list\_price AND list\_price <= @max\_list\_price ORDER BY list\_price; END;

## Tipi di variabili

Tra le variabili utilizzabili con Microsoft SQL Server ci sono:  
- gli interi (integer), definiti da INT (ci sono anche altri formati in base a quanto è grande o piccolo il numero)  
- i decimali, definiti con DECIMAL (p,s) (con p come numero totale di cifre significative memorizzate, e s come numero massimo di numeri decimali alla destra del punto).   
- il bit, che può assumere valore 1 (equivalente al TRUE), 0 (equivalente al FALSE) o NULL.  
- il CHAR (n), ovvero le stringhe, con n che è la lunghezza massima consentita della stringa.   
- l’NCHAR (n), ovvero la stringa in Unicode, con n che è la lunghezza massima consentita della stringa. Rispetto a CHAR si usa quando le stringhe hanno lunghezza definita, e non variano molto.   
- il VARCHAR (n), ovvero una stringa non Unicode, con n che è la lunghezza massima consentita della stringa.   
- il NVARCHAR (n), ovvero una stringa Unicode con lunghezza definita, con n che è la lunghezza massima consentita della stringa.   
- il DATETIME2, ovvero la data e l’ora, nel formato YYYY-MM-DD hh:mm:ss. È composta da due parti, la data e l’ora.   
- il DATE, ovvero la data, nel formato YYYY-MM-DD.   
- il TIME, ovvero l’orario, nel formato hh:mm:ss.

Si possono anche creare, assegnare, cancellare variabili. Queste variabili si possono poi usare nelle queries. Si creano col seguente comando (specificando il tipo) (il nome deve iniziare con la chiocciola) (se ne possono dichiarare di più con una virgola tra una e l’altra):

# DECLARE @model\_year INT;

Per assegnare un valore ad una variabile:

# SET @model\_year = 2018;

Si possono anche assegnare valori trovati con una query:

# SET @product\_count = ( SELECT COUNT(\*) FROM production.products);

Per le date, ci sono funzioni particolari utili:

# SELECT DAY(employees.HIRE\_DATE) FROM hr.employees

# SELECT MONTH(employees.HIRE\_DATE) FROM hr.employees

# SELECT YEAR(employees.HIRE\_DATE) FROM hr.employees

Ci sono funzioni anche per le differenze tra date (tre esempi, ma anche **week, hour, minute, second**…):

# SELECT DATEDIFF(DAY, employees.HIRE\_DATE, employees.CONTRACT\_END) FROM hr.employees

# SELECT DATEDIFF (MONTH, employees.HIRE\_DATE, employees.CONTRACT\_END) FROM hr.employees

# SELECT DATEDIFF (YEAR, employees.HIRE\_DATE, employees.CONTRACT\_END) FROM hr.employees

Per controllare se un valore è una data, si usa *ISDATE(data)*.

Per modificare un tipo di un dato, si può usare il comando CAST:

# SELECT CAST(10.95 AS INT)

Si può fare la seguente operazione:   
- da decimale a intero (AS INT)  
- da decimale a decimale con lunghezza diversa (AS DEC(3,0))  
- da stringa a data (AS DATETIME)  
- da data a Varchar (AS VARCHAR)  
- da NULL a intero (AS INT)  
…

Per creare una sequenza di numeri:

# CREATE SEQUENCE stud\_seq    AS INT START WITH 101   INCREMENT BY 1;

## Queries

Si usa il comando SELECT per scegliere quali colonne visualizzare in una tabella, che viene definita con FROM (SELECT e FROM sono gli unici due comandi obbligatori in una query).

# SELECT \* FROM sales.customers;

In questo modo selezioniamo tutte le colonne nella tabella *nome\_tabella*. Però attenzione che con tabelle molto grandi questo può creare problemi. Se volessimo selezionare una o più colonne faremmo così.

# SELECT first\_name FROM sales.customers;

# SELECT first\_name, last\_name FROM sales.customers;

Invece, se volessimo filtrare le righe in base ad una condizione (definita con simboli come =, >, <, >=, <=, !=), aggiungeremmo il WHERE. L’ordine dell’operazione, processata dal programma, è FROM 🡪 WHERE 🡪 SELECT.

# SELECT \* FROM sales.customers WHERE state = 'NY';

Si possono anche selezionare diverse condizioni (con AND/OR; in caso ci siano entrambi, la priorità va sull’AND) nel WHERE:

# SELECT \* FROM sales.customers WHERE state = 'NY' AND city = 'New York';

Tra le condizioni possibili c’è anche l’appartenere ad un range (si può anche fare NOT BETWEEN se interessano valori al di fuori di un certo range; si usa questo anche per le date):

# SELECT \* FROM sales.customers WHERE zip\_code BETWEEN 10000 AND 11000;

Tra le condizioni possibili c’è anche l’appartenere ad un insieme di valori definiti (si può fare anche il contrario con NOT IN; in generale equivale a fare degli OR con le virgole tra ogni singolo elemento tra parentesi):

# SELECT \* FROM sales.customers WHERE zip\_code IN (10950,10562);

Tra le condizioni possibili ci sono le wildcards, ovvero caratteri che implicano una sostituzione di uno o più caratteri in una stringa. Tra le varie possibilità, c’è l’avere una stringa che contiene una parte di stringa definita in una posizione random (se interessino le stringhe diverse, basta mettere NOT LIKE) (con i % possono esserci da 0 a molti caratteri mancanti):

# SELECT \* FROM sales.customers WHERE email LIKE '%yahoo.com%';

Tra le condizioni possibili c’è anche l’avere una stringa che contiene una stringa definita all’inizio:

# SELECT \* FROM sales.customers WHERE email LIKE 'de%';

Tra le condizioni possibili c’è anche l’avere una stringa che contiene una stringa definita alla fine:

# SELECT \* FROM sales.customers WHERE last\_name LIKE '%l';

Tra le condizioni possibili c’è anche l’avere una stringa che contiene una stringa alla inizio e una alla fine:

# SELECT \* FROM sales.customers WHERE last\_name LIKE 'd%l';

Tra le condizioni possibili c’è anche l’avere una stringa che contiene una stringa alla fine con un carattere indifferente (definito con \_) (con l’underscore \_ si definisce esattamente un carattere mancante):

# SELECT \* FROM sales.customers WHERE last\_name LIKE '\_a%';

Tra le condizioni possibili c’è anche l’avere una stringa che contiene un carattere a scelta tra una serie di caratteri possibili (compresi tra le parentesi quadre, e con posizione in base alla posizione: stringa che inizia con B o C, e con seconda lettera a o e):

# SELECT \* FROM sales.customers WHERE last\_name LIKE '[BC][ae]%';

Tra le condizioni possibili c’è anche l’avere una stringa che contiene un carattere a scelta tra un range di caratteri compresi tra due lettere (comprese tra le parentesi quadre, e con posizione in base alla posizione; per fare un carattere non compreso in un range, basta fare [^B-F], e in generale il contrario di […] è [^…]):

# SELECT \* FROM sales.customers WHERE last\_name LIKE '[B-F]%';

Tra le condizioni possibili c’è anche il considerare solo valori nulli (se solo valori nulli, basta mettere IS NOT NULL):

# SELECT \* FROM sales.customers WHERE phone IS NULL;

Per comprendere in una stringa caratteri speciali tipo %/’ , va usato un carattere ESCAPE (include il carattere appena dopo l’escape):

# SELECT \* FROM sales.customers WHERE email LIKE '%30!%%' ESCAPE '!';

Per ordinare i dati in base ad una condizione particolare, si usa la condizione ORDER BY (si può usare anche con colonne non comprese nel SELECT). L’ordine dell’operazione, processata dal programma, è FROM 🡪 WHERE 🡪 SELECT 🡪 ORDER BY. Senza nient’altro, ordina le righe in ordine crescente.

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY first\_name;

Per ordinarle in modo crescente o decrescente in base all’interesse, si aggiunge ASC (predefinito se non specificato) e DESC nell’order by dopo la colonna.

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY first\_name ASC;

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY first\_name DESC;

Possono anche essere definite due condizioni o più per l’order by: in questo caso, viene tutto ordinato in base alla prima, e per valori identici della prima condizione poi viene ordinato il tutto in base alla seconda, e così via (se l’ordine è il nome e il cognome, con prima il nome, le righe sono in ordine alfabetico in base al nome, e per nomi uguali in base al cognome).

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY first\_name ASC, last\_name ASC;

Si possono anche inserire funzioni all’interno della condizione dell’order by, come la lunghezza della stringa con len(nome\_colonna).

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY len(first\_name) ASC;

Invece per osservare il numero di righe/occorrenze raggruppati in base ad una particolare colonna, si utilizza il GROUP BY, e dentro alla SELECT si inseriscono il nome della colonna di interesse e la condizione COUNT(\*), che conta il numero di righe per ogni diversa occorrenza della colonna selezionata (si ottiene lo stesso risultato anche usando il SELECT DISTINCT senza il GROUP BY). L’ordine dell’operazione, processata dal programma, è FROM 🡪 WHERE 🡪 GROUP BY 🡪 SELECT 🡪 ORDER BY.

# SELECT city, COUNT(\*) FROM sales.customers WHERE state = 'NY' GROUP BY city ORDER BY city;

Si può anche aggiungere WITH ROLLUP nella clausola del GROUP BY per avere il totale di tutti i gruppi (funziona anche se ci sono più variabili nella clausola GROUP BY):

# SELECT city, COUNT(\*) FROM sales.customers WHERE state = 'NY' GROUP BY WITH ROLLUP city ORDER BY city;

Altre operazioni che si possono fare, oltre al COUNT(), sono la media (AVG), la somma (SUM), il minimo (MIN), il massimo (MAX), la deviazione standard (STDEV), la varianza (VAR), la concatenazione di stringhe (CONCAT(parola, parola)), la lunghezza della stringa (LEN), la stringa resa minuscola (LOWER) o maiuscola (UPPER), la stringa rimpiazzata (REPLACE(colonna, vecchio, nuovo)), la stringa ripetuta tot volte (REPLICATE(parola, volte)), la stringa girata al contrario (REVERSE), una stringa da un numerico (STR), togliere gli spazi vuoti (TRIM). Si possono anche fare operazioni combinate sfruttando i valori delle colonne e operazioni algebriche tra esse.

Si possono anche fare operazioni con funzioni matematiche, come: ABS() per il valore assoluto, ASIN()/ACOS()/ATAN() per arcoseno-arcocoseno-arcotangente, SIN()/COS()/TAN()/COT() per seno-coseno-tangente-cotangente, EXP() per l’esponenziale, LOG/LOG10 per il logaritmo naturale e in base 10, PI per il pi greco, POWER() per l’elevamento a potenza, ROUND() per arrotondare, SQRT() per la radice quadrata, SQUARE() per il quadrato di un numero…

A operazioni come quella precedente si può aggiungere un’ulteriore condizione, grazie all’ HAVING. Questa condizione si aggiunge solo alle colonne comprese nel select (mentre il where definisce una condizione su tutte le righe), e permette di porre condizioni per selezionare determinati gruppi creati col GROUP BY. L’ordine dell’operazione, processata dal programma, è FROM 🡪 WHERE 🡪 GROUP BY 🡪 SELECT 🡪 ORDER BY 🡪 HAVING. Anche nell’HAVING si possono inserire funzioni complicate, e operazioni algebriche tra valori delle colonne.

# SELECT city, COUNT(\*) FROM sales.customers WHERE state = 'NY' GROUP BY city HAVING COUNT(\*) > 10 ORDER BY city;

Si possono definire sia un numero di righe da saltare prima di restituire il risultato, sia un numero di righe da considerare. Si utilizza OFFSET n ROWS (con n pari al numero di righe da saltare, 0 se non si vogliono saltare), e si usa FETCH FIRST n ROWS ONLY (con n pari al numero di righe da far vedere) (si può usare sia FIRST che NEXT, hanno lo stesso significato). Se si vuole usare FETCH va inserito anche OFFSET, anche se con 0 righe saltate. Quando si usa OFFSET non si può usare TOP (TOP 10, TOP 10 PERCENT…).

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY first\_name OFFSET 10 ROWS ;

# SELECT \* FROM sales.customers WHERE state = 'NY' ORDER BY first\_name OFFSET 10 ROWS FETCH FIRST 10 ROWS ONLY;

Si può anche definire una colonna che crea un indice sulle righe basato su una o più colonne:

# SELECT \*, ROW\_NUMBER() OVER (ORDER BY customers\_id) FROM sales.customers;

Invece per definire i migliori n valori ordinati, si può usare un opzione inserita nel select: si usa TOP n prima di definire le colonne di interesse (con n pari al numero di righe di interesse).

# SELECT TOP 10 product\_name, list\_price FROM production.products ORDER BY list\_price DESC;

In caso di righe con lo stesso valore, se interessano i migliori 10 risultati con eventuali pareggi, si aggiunge WITH TIES dopo il TOP n:

# SELECT TOP 5 WITH TIES product\_name, list\_price FROM production.products ORDER BY list\_price DESC;

Se invece interessa una certa percentuale del totale di righe, si usa TOP n PERCENT (con n pari alla percentuale di interesse):

# SELECT TOP 5 PERCENT product\_name, list\_price FROM production.products ORDER BY list\_price DESC;

Se interessano solamente i valori unici relativi ad una o più colonne, si utilizza SELECT DISTINCT … (in caso di valori nulli, ne viene salvato uno solo):

# SELECT DISTINCT city FROM sales.customers WHERE state = 'NY';

# SELECT DISTINCT first\_name, city FROM sales.customers WHERE state = 'NY';

Notiamo che è una forma equivalente all’usare GROUP BY su tutte le colonne di interesse: tuttavia, si tende ad usare GROUP BY più spesso quando si fa una funzione aggregata su più colonne.

Se vogliamo creare una nuova colonna a partire da colonne esistenti (anche aggiungendo nuove parti, come lo spazio in mezzo), ovvero un ALIAS, si procede nel seguente modo (con la parte di AS si nomina la nuova colonna creata; si può fare anche senza mettere AS; la nuova colonna creata si può usare in altre parti della query, come l’ORDER BY):

# SELECT first\_name + ' ' + last\_name FROM sales.customers;

# SELECT first\_name + ' ' + last\_name AS 'full\_name' FROM sales.customers;

Si possono anche rinominare le tabelle in modo tale da rendere le queries più comprensibili.

# SELECT first\_name, last\_name FROM sales.customers AS sc;

Si possono fare operazioni di insiemistica, come intersezione, unione ed eccezione.

L’unione permette di unire in un'unica tabella tutte le righe (che non sono doppie) di due o più tabelle:

# SELECT first\_name, last\_name FROM sales.staffs UNION SELECT first\_name, last\_name FROM sales.customers;

Invece con UNION ALL vengono restituite più volte anche le righe ripetute:

# SELECT first\_name, last\_name FROM sales.staffs UNION ALL SELECT first\_name, last\_name FROM sales.customers;

L'intersezione permette di tenere solo le righe in comune tra due tabelle:

# SELECT first\_name, last\_name FROM sales.staffs INTERSECT SELECT first\_name, last\_name FROM sales.customers;

L'operatore EXCEPT invece permette di confrontare due set di righe, e considera solo quelle del primo gruppo che sono diverse da ogni riga del secondo gruppo:

# SELECT first\_name, last\_name FROM sales.staffs EXCEPT SELECT first\_name, last\_name FROM sales.customers;

Si può usare la funzione CASE per creare una nuova colonna con valori condizionati da altre colonne già presenti (il nome è quello nella riga con END AS, il FROM è la tabella in cui viene inserita la colonna; i WHEN possono essere multipli, e indicano le varie condizioni; di ELSE ce ne può essere solo uno; all’interno dello stesso WHEN ci possono essere più condizioni, con AND tra una e l’altra) (si possono creare anche nested CASE):

# SELECT first\_name, last\_name, state, CASE WHEN state = 'NY' THEN 'New York' ELSE 'Not New York' END AS NY FROM sales.customers;

Si può usare la funzione SUBSTRING per prendere un piccola parte di una stringa di codice (il primo numero è il carattere da cui partire, il secondo quello in cui terminare):

# SELECT SUBSTRING(first\_name,1,3) FROM sales.customers;

Si possono rankare dei risultati con la funzione RANK (in caso di valori uguali li mette allo stesso rank, e poi prosegue il rank in modo da avere un ordine: es. 1° 2° 2° 4° …) (la clausola PARTITION BY è facoltativa, nel caso ranka singolarmente in base alla variabile data):

# SELECT first\_name, last\_name RANK() OVER (PARTITION BY city ORDER BY salary) AS ricchezza FROM sales.staffs

La funzione NTILE si comporta in modo simile al RANK, ma semplicemente divide il totale delle righe in quanti gruppi siamo interessati ad avere(in caso di valori uguali li mette allo stesso rank, e poi prosegue il rank in modo da avere un ordine: es. 1° 2° 2° 4° …) (la clausola PARTITION BY è facoltativa, nel caso ranka singolarmente in base alla variabile data) (se 8 righe da dividere in 3, fa 3-3-2):

# SELECT first\_name, last\_name NTILE(5) OVER (PARTITION BY city ORDER BY salary) AS ricchezza FROM sales.staffs

## Immagine che contiene diagramma Descrizione generata automaticamenteJoin

Ci sono 6 tipi diversi di join:   
- inner join (o semplicemente join)  
- left join (o left outer join)  
- right join (o right outer join)  
- full join (o full outer join)  
- cross join  
- self join
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# SELECT product\_name, category\_name, list\_price FROM production.products p INNER JOIN production.categories c ON c.category\_id = p.category\_id ORDER BY product\_name DESC;

![Immagine che contiene testo, cruciverba

Descrizione generata automaticamente](data:image/png;base64,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)Con il **left join**, ogni riga della prima tabella viene restituita, e vengono aggiunti i dati della seconda tabella in base alla condizione di match per le righe in cui il matching è valido (per le righe dove il matching non è valido vengono restituiti valori nulli). Spesso si usa la condizione WHERE (eseguito dopo il join) per limitare i risultati ad un set di interesse.

# SELECT product\_name, order\_id FROM production.products p LEFT JOIN sales.order\_items o ON o.product\_id = p.product\_id WHERE order\_id IS NULL

Con il **right join**, ogni riga della seconda tabella viene restituita, e vengono aggiunti i dati della prima tabella in base alla condizione di match per le righe in cui il matching è valido (per le righe dove il matching non è valido vengono restituiti valori nulli). Spesso si usa la condizione WHERE (eseguito dopo il join) per limitare i risultati ad un set di interesse.

# SELECT product\_name, order\_id FROM sales.order\_items o RIGHT JOIN production.products p ON o.product\_id = p.product\_id ORDER BY order\_id;

Con il **full outer join**, vengono restituite tutte le righe di entrambe le tabelle, con una condizione di matching: quando la condizione è soddisfatta, viene riportata la riga con i dati presi da entrambe le tabelle, altrimenti se la condizione di matching (in entrambe le direzioni) non è soddisfatta viene riportata la riga con i dati di una tabella e valori nulli per il resto.

# SELECT m.name member, p.title project FROM pm.members m FULL OUTER JOIN pm.projects p ON p.id = m.project\_id;
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# SELECT product\_id, product\_name, store\_id FROM production.products CROSS JOIN sales.stores ORDER BY product\_name, store\_id;

Con il **self join** unisco una tabella con se stessa. Viene usato per fare queries su dati gerarchici (1° query), o per confrontare righe della tabella con altre righe (2° query). Vanno assegnati con nomi diversi le due tabelle della query, anche se sono la stessa.

# SELECT e.first\_name + ' ' + e.last\_name employee, m.first\_name + ' ' + m.last\_name manager FROM sales.staffs e LEFT JOIN sales.staffs m ON m.staff\_id = e.manager\_id ORDER BY manager;

# SELECT c1.city, c1.first\_name + ' ' + c1.last\_name customer\_1, c2.first\_name + ' ' + c2.last\_name customer\_2 FROM sales.customers c1 INNER JOIN sales.customers c2 ON c1.customer\_id > c2.customer\_id AND c1.city = c2.city ORDER BY city, customer\_1, customer\_2;

## Subqueries

Una subquery è una query annidata dentro un’altra query: si possono usare subqueries:  
- al posto di un’espressione  
- con IN e NOT IN  
- con ANY o ALL  
- con EXISTS e NOT EXISTS  
- con UPDATE, INSERT o DELETE  
- nel FROM

Al posto di un’espressione:

# SELECT order\_id, order\_date, (SELECT MAX (list\_price) FROM sales.order\_items i WHERE i.order\_id = o.order\_id) AS max\_list\_price FROM sales.orders o order by order\_date desc;

Con IN e NOT IN:

# SELECT product\_id, product\_name FROM production.products WHERE category\_id IN (SELECT category\_id FROM production.categories WHERE category\_name = 'Mountain Bikes' OR category\_name = 'Road Bikes');

Con l’ANY:

# SELECT product\_name, list\_price FROM production.products WHERE list\_price >= ANY (SELECT AVG (list\_price) FROM production.products GROUP BY brand\_id);

Con l’ALL:

# SELECT product\_name, list\_price FROM production.products WHERE list\_price >= ALL (SELECT AVG (list\_price) FROM production.products GROUP BY brand\_id);

Con EXISTS e NOT EXISTS:

# SELECT customer\_id, first\_name, last\_name, city FROM sales.customers c WHERE EXISTS (SELECT customer\_id FROM sales.orders o WHERE o.customer\_id = c.customer\_id AND YEAR (order\_date) = 2017) ORDER BY first\_name, last\_name;

Nel FROM:

# SELECT AVG(order\_count) average\_order\_count\_by\_staff FROM (SELECT staff\_id, COUNT(order\_id) order\_count FROM sales.orders GROUP BY staff\_id) t;

## Cicli

Si possono creare cicli come nei vari linguaggi di programmazione. Il ciclo IF ELSE si fa nel seguente modo:

# IF @sales > 10000000 BEGIN PRINT 'Great! The sales amount in 2018 is greater than 10,000,000'; END ELSE BEGIN PRINT 'Sales amount in 2017 did not reach 10,000,000'; END

Il ciclo WHILE si fa così:

# DECLARE @counter INT = 1; WHILE @counter <= 5 BEGIN PRINT @counter; SET @counter = @counter + 1; END

Al ciclo WHILE si possono dare altri statement, come BREAK (per interrompere il ciclo ed uscire al raggiungimento di una condizione) o CONTINUE (termina l’iterazione corrente e continua col codice successivo)

## Funzioni

Le funzioni scalari accettano uno o più parametri e restituiscono un solo valore. Permettono di semplificare un codice, permettendo di ridurre a poche parole parti di codice lungo e ripetitivo. Si possono inserire cicli al loro interno, come WHILE, IF… Possono richiamare a loro volta altre funzioni, ma non possono modificare i dati presenti in una tabella.

Dopo averne creata una, si possono trovare le funzioni scalari nel menù a sinistra, sotto Database 🡪 Nome\_Database 🡪 Programmabilità 🡪 Funzioni 🡪 Funzioni a valori scalari.

Si inserisce il nome della funzione, preceduto dallo schema dove va inserita, con i parametri tra parentesi, e poi tra il BEGIN e l’END si inseriscono i passaggi da compiere per ottenere il valore di interesse.

# CREATE FUNCTION hr.guadagnonetto( @SALARY DEC(8,2), @COMMISSION\_PCT DEC(2,2) ) RETURNS DEC (8,2) AS BEGIN RETURN @SALARY \* (1 - @COMMISSION\_PCT); END;

Si richiama la funzione come una funzione built-in (richiamata da sola col SELECT o inserita in una query).

# SELECT hr.guadagnonetto(1000,0.1) AS net\_sale;

# SELECT hr.guadagnonetto(SALARY, COMMISSION\_PCT) FROM hr.employees

Per modificare una funzione scalare, si usa il comando ALTER:

# ALTER FUNCTION hr.guadagnonetto( @SALARY DEC(8,2), @COMMISSION\_PCT DEC(2,2) ) RETURNS DEC (8,2) AS BEGIN RETURN @SALARY \* (1 - @COMMISSION\_PCT); END;

Per eliminare una funzione scalare, si usa il comando DROP:

# DROP hr.guadagnonetto;

Le funzioni con valori di tabella sono simili a quelle con valori scalari, con la differenza che restituiscono una tabella come risultato. Rispetto alle funzioni con valori scalari, non hanno la parte di BEGIN-END (solo un RETURN seguito dalla query), né viene specificato il tipo di dato restituito (semplicemente un comando TABLE)

# CREATE FUNCTION hr.info\_dipendente( @EMPLOYEE\_ID DEC (6,0), @FIRST\_NAME DEC (20), @LAST\_NAME DEC (25), @SALARY DEC(8,2) ) RETURNS TABLE AS RETURN SELECT EMPLOYEE\_ID, FIRST\_NAME, LAST\_NAME, SALARY FROM hr.employe;

Dopo averne creata una, si possono trovare le funzioni scalari nel menù a sinistra, sotto Database 🡪 Nome\_Database 🡪 Programmabilità 🡪 Funzioni 🡪 Funzioni a valori di tabella.

Si utilizzano solitamente nello statement FROM di una query (si possono inserire valori per i parametri inseriti) (si possono anche specificare particolari colonne/righe da restituire partendo dalla funzione):

# SELECT \* FROM hr.info\_dipendente()

Per modificare una funzione con valori di tabella:

# ALTER FUNCTION hr.info\_dipendente( @EMPLOYEE\_ID DEC (6,0), @FIRST\_NAME DEC (20), @LAST\_NAME DEC (25), @SALARY DEC(8,2) ) RETURNS TABLE AS RETURN SELECT EMPLOYEE\_ID, FIRST\_NAME, LAST\_NAME, SALARY FROM hr.employe;

Per eliminare una funzione con valori di tabella, si usa il comando DROP:

# DROP hr.info\_dipendente;